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***Exercício 1***

 static void merge (int arr [], int l, int m, int r)

{

    int n1 = m - l + 1;

    int n2 = r - m;

    int L [] = new int[n1];

    int R [] = new int[n2];

    for (int i = 0; i < n1; ++i)

        L[i] = arr [l + i];

    for (int j = 0; j < n2; ++j)

        R[j] = arr [m + 1 + j];

    int i = 0, j = 0;

    int k = l;

    while (i < n1 && j < n2) {

        if (L[i] <= R[j]) {

            arr[k] = L[i];

            i++;

        }

        else {

            arr[k] = R[j];

            j++;

        }

        k++;

    }

    while (i < n1) {

        arr[k] = L[i];

        i++;

        k++;

    }

    while (j < n2) {

        arr[k] = R[j];

        j++;

        k++;

    }

}

static void sort (int arr [], int l, int r)

{

    if (l < r) {

        int m =l+ (r-l)/2;

        sort (arr, l, m);

        sort (arr, m + 1, r);

        merge (arr, l, m, r);

    }

}

Implementação tirado do site: <https://www.sortvisualizer.com/mergesort/>

A função de complexidade do merge-sort é O (n log n).

***Exercício 2***

private static void binSearch (int item, int begin, int end) {

        int metade = (begin + end)/2;

        if (begin > end) {

            indice = -1;

            nComparacoes++;

            return;

        }

        if(A[metade] == item) {

            indice = metade;

            nComparacoes++;

            return;

        }

        if(A[metade] < item) {

            nComparacoes++;

            binSearch (item, metade+1, end);

        }

        else {

            nComparacoes++;

            binSearch (item, begin, metade);

        }

    }

Fonte: slides da aula

A ordem de complexidade é O (log n).